![](data:image/jpeg;base64,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) **Indian School Al Wadi Al Kabir**

**Assessment – 1**

**COMPUTER SCIENCE (Code: 083)**

CLASS : XII ANSWER KEY Max. Marks:70

|  |  |  |
| --- | --- | --- |
|  | **SECTION A** |  |
| 1. | False | 1 |
| 2. | b. 14.0 | 1 |
| 3. | c. user\_2 | 1 |
| 4. | c. INSERT | 1 |
| 5. | a. ext#nex | 1 |
| 6. | b.Binary | 1 |
| 7. | a. DISTINCT | 1 |
| 8. | c. puC dlroW | 1 |
| 9. | d. Shuffle 11 # Draw 50 | 1 |
| 10. | c. BETWEEN | 1 |
| 11. | b. True | 1 |
| 12. | a. 20,6 | 1 |
| 13. | d. [‘Economy’,’Digital’] | 1 |
| 14. | b. 20 | 1 |
| 15. | d. (5,6) | 1 |
| 16. | c. ALTER | 1 |
| 17 | b. LIKE operator |  |
| 18 | c. HAVING |  |
| 19 | 1. Removes the first occurrence of value x from the list |  |
| 20. | Assertion (A) : If numeric data are to be written to a text file, the data needs to be  converted into a string before writing to the file.  Reason (R) : write() method takes a string as an argument and writes it to the text  file  **(A) Both Assertion (A) and Reason (R) are true, but Reason (R) is the correct explanation of Assertion (A).** | 1 |
| 21. | Assertion ( A) : In SQL, the aggregate function Avg() calculates the average  value on a set of values and produce a single result.  Reason ( R) : The aggregate functions are used to perform some  fundamental arithmetic tasks such as Min(),Max(), Sum() etc    **(B) Both Assertion (A) and Reason (R) are true, but Reason (R) is not the correct explanation of Assertion (A).** | 1 |
|  | **SECTION B** |  |
| 22 | i. ALTER TABLE SPORTS ADD COLUMN CATEGORY VARCHAR(20);  ii. USE EXAM;  SHOW TABLES; | 2 |
| 23 | **Twi ink Twi** | 2 |
| 24 | def search(teacher, tname):  for i in range(len(teacher)):  if tname.lower()==teacher[i].lower():  print(teacher[i] , ‘at’, i) | 2 |
| 25 | DEL@COL@BEI | 2 |
| 26 | (i) lst.remove(10)  (ii) str1= str1.replace(“This”, “That’) | 2 |
| 27. | DELETE FROM STUDENT  WHERE NAME=’RAHUL’ AND STUD\_ID = 100;  INSERT INTO STUDENT VALUES(123,‘RAJEEV’,12,’SCIENCE’); | 2 |
| 28 | 6$30 | 2 |
|  | **SECTION C** |  |
| 29. | def COUNTWORDS():  c=0  f=open(“DECODE.TXT”,’r’)  s=f.read()  l=s.split()  for word in l:  if len(word)>=5:  c=c+1  f.close()  return c  OR  def COUNTLINES():  f=open(“CONTENT.TXT”,’r’)  l=f.readlines()  c=0  for line in l:  w=line.split()  if len(w)>=5:  c=c+1  print(c)  f.close( ) | 3 |
| 30. | (i) ALTER TABLE RENT\_CAB ADD PRIMARY KEY(Vcode);  (ii) UPDATE RENT\_CAB  SET CHARGES=CHARGES +CHARGES \*10/100 ;  (iii) ALTER TABLE RENT\_CAB DROP COLUMN COLOR; | 3 |
| 31. | CITY = []  def push\_city(d\_city):  for k in d\_city:  if len(k)>4:  CITY.append(d\_city[k])  def pop\_city():  while True:  if CITY==[]:  print(“stack empty”)  break  else:  print(CITY.pop()); | 3 |
|  | **SECTION D** |  |
| 32. | i. The process of exception handling involves writing additional code to give proper messages or instructions to the user. This prevents the program from crashing abruptly. The additional code is known as an exception handler.  ii.  try:  x=x+10  except NameError:  print(" Name is not defined")  except:  print("Some Error Occurred") | **4** |
| 33 | 1. SELECT AVG(PRICE) FROM STATIONERY   GROUP BY DISTRIBUTOR HAVING SUM(QTY)>=200;   1. SELECT \* FROM STATIONERY ORDER BY PRICE DESC; 2. SELECT DISTINCT DISTRIBUTORS FROM STATIONERY; 3. SELECT SUM(PRICE)FROM STATIONERY WHERE QTY<100; |  |
| 34. | import csv  def Add\_details():  f=open(“sports.csv”,’a’)  w=csv.writer(f)  sportid=int(input(“enter id”))  comp=input(“enter competition”)  prize=input(“enter prize”)  rec=[sportsid,comp,prize]  w.writerow(rec)  f.close()  def count\_medal():  f=open(“sports.csv”,’r’)  r=csv.reader(f)  for rec in r:  if rec[2]==’Gold’:  print(rec[1])  f.close() | 4 |
| 35 | (i) What is the main purpose of seek() and tell() method ?  seek() tell()  Purpose : Repositions the file pointer to a Returns the current position  Specific location within a file of the file pointer  Syntax : seek(offset [,reference point]) tell()  Parameters: Requires specifying the offset Requires no parameters  and an optional reference point  (ii)  import pickle  def search\_copy():  f1= open(“cinema.dat’,’rb’)  f2=open(‘movie.dat’,’wb’)  try:  while True:  rec=pickle.load(f1)  if rec[2]==’comedy’:  pickle.dump(rec.f2)  except EOFError:  f1.close()  f2.close()    iii)  import csv  def CountGradeAB(Sub) :  f=open(“TEST.CSV”,’r’)  r=csv.reader(f)  c1=0  c2=0  for rec in r:  if rec[1]==sub:  if int( rec[3])>=90:  c1=c1+1  elif int(rec[3])>=80:  c2=c2+1  print(“ Number of Grade A :” , c1)  print(“ Number of Grade B :”, c2)  f.close() | 1+3 |
|  | **SECTION E** |  |
| 36. | 1. SELECT COUNT(\*), AVG(ORDAMT) FROM CLIENT   GROUP BY CTYPE;  ii. SELECT \* FROM CLIENT WHERE CTYPE = ‘REGULAR’  ORDER BY ORDAMT ASC;  iii. SELECT CNAME,GENDER,ORDDATE FROM CLIENT WHERE  CNAME LIKE ‘%S’;  iv. SELECT \* FROM CLIENT  WHERE CTYPE NOT IN ( ‘REGULAR’, ‘NEW’);  v. SELECT CNAME,CTYPE FROM CLIENT  WHERE ORDDATE < ‘1985/05/10’; | 5 |
| 37. | import pickle  def appendData():  f=open(‘PRODUCTS.DAT’, ‘ab’)  pid=int(input(“ENTER ID:”))  name=input(“enter name:”)  price = int(input(“enter price:”))  rec={‘PID’:pid, ’PNAME’:name, ’PRICE’: price}  pickle.dump(rec,f)  f.close()  def findProduct(product\_id):  f=open(“PRODUCTS.DAT”,’rb’)  try:  while True:  rec=pickle.load(f)  if rec[0]==product\_id:  print(rec)  except EOFError:  f.close() | 5 |